**Name: Mohammad Zain Abbas**

**Reg #: 6865**

**DE-36 (CE), Syndicate: A**

**LAB 6 JOURNEL**

**Equipment Used:** Notebook Computer, Python IDLE 3.6

**Lab Tasks:**

1 Study ‘queue’ and use it to develop priority queues in python and check if it’s working properly.

**SOLUTION CODE:**

# -\*- coding: utf-8 -\*-

"""

Created on Mon Nov 6 09:12:51 2017

@author: umerm

"""

import queue as PQ

q = PQ.PriorityQueue()

q.put(100)

q.put(10)

q.put(50)

q.put(40)

q.put(30)

while not q.empty():

print(q.get());

**OUTPUT:**
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2. Implement GBFS algorithm in python for following graphs:

Graph 1: Start Node: A, Goal: G

Graph2: Start Node: Arad, Goal: Bucharest

**SOLUTION CODE:**

# -\*- coding: utf-8 -\*-

"""

Created on Mon Nov 6 09:12:51 2017

@author: umerm

"""

from queue import PriorityQueue

def GBFS(Graph, sNode, goal,path = []):

PQ=PriorityQueue();

PQ.put((0,sNode))

while (not PQ.empty()):

umer=PQ.get()

PQ=PriorityQueue();

path.append(umer[1])

if umer[1] is goal:

return path

else:

for neighbours in Graph[umer[1]]:

for key in neighbours:

if key not in path:

PQ.put((neighbours[key],key))

return path

def main():

Graph1={'A':[{'B':5},{'D':3}],

'B':[{'C':5}],

'C':[{'A':3},{'D':2},{'E':4}],

'D':[{'E':2},{'F':6}],

'E':[{'B':2},{'G':1}],

'F':[{'G':9}],

'G':[{''}],

}

Graph2={'Arad':[{'Zerind':75},{'Timisoara':118},{'sibiu':140}],

'Zerind':[{'Oradea':71},{'Arad':75}],

'Timisoara':[{'Lugoj':111},{'Arad':118}],

'sibiu':[{'Arad':140},{'Oradea':151},{'Fagaras':99},{'Rimnicu Vilcea':80}],

'Oradea':[{'Zerind':71},{'sibiu':151}],

'Lugoj':[{'Mehadia':70},{'Timisoara':111}],

'Mehadia':[{'Lugoj':70},{'Dobreta':75}],

'Dobreta':[{'Mehadia':75},{'Craiova':120}],

'Rimnicu Vilcea':[{'Craiova':146},{'Pitesti':97},{'sibiu':80}],

'Craiova':[{'Dobreta':120},{'Rimnicu Vilcea':146},{'Pitesti':138}],

'Fagaras':[{'Bucharest':211},{'sibiu':99}],

'Pitesti':[{'Craiova':138},{'Rimnicu Vilcea':97},{'Bucharest':101}],

'Bucharest':[{'Fagaras':211},{'Pitesti':101},{'Giurgiu':90},{'Urziceni':85}],

'Giurgiu':[{'Bucharest':90}],

'Urziceni':[{'Bucharest':85},{'Hirsova':98},{'Vaslui':142}],

'Eforie':[{'Hirsova':86}],

'Hirsova':[{'Urziceni':98},{'Eforie':86}],

'Vaslui':[{'Urziceni':142},{'Lasi':92}],

'Lasi':[{'Vaslui':92},{'Neamt':87}],

'Neamt':[{'Lasi':87}]};

print("GRAPH 1")

print(GBFS(Graph1,'A','G'));

print("GRAPH 2")

print(GBFS(Graph2,'Arad','Bucharest',path=[]));

main();

**OUTPUT:**

![](data:image/png;base64,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)

**3.** Write a script to decompose the given image into an undirected graph where the pixel represents the vertices and adjacent vertices are connected to each other via 4-connectivity. Use DFS algorithm to traversal decomposed image starting from pixel 150.

Use GBFS algorithm to traversal decomposed image starting from pixel 150 to pixel 165.

|  |  |  |
| --- | --- | --- |
| 150 | 2 | 5 |
| 80 | 145 | 45 |
| 74 | 102 | 165 |

**SOLUTION CODE:**

# -\*- coding: utf-8 -\*-

"""

Created on Mon Nov 6 10:51:13 2017

@author: umerm

"""

from queue import PriorityQueue

def GBFS(Graph, sNode, goal,path = []):

PQ=PriorityQueue();

PQ.put((0,sNode))

while (not PQ.empty()):

umer=PQ.get()

path.append(umer[1])

if umer[1] is goal:

return path

else:

for neighbours in Graph[umer[1]]:

for key in neighbours:

if key not in path:

PQ.put((neighbours[key],key))

return path

def main():

Graph\_Image={'2':[{'5':3},{'145':143},{'150':148}],

'5':[{'2':3},{'45':43}],

'45':[{'5':40},{'145':100},{'165':120}],

'74':[{'80':6},{'102':28}],

'80':[{'74':6},{'145':65},{'150':70}],

'102':[{'74':28},{'145':43},{'165':63}],

'145':[{'2':143},{'45':100},{'80':65},{'102':43}],

'150':[{'2':148},{'80':70}],

'165':[{'45':120},{'102':63}]

}

print(GBFS(Graph\_Image,'150','165'));

main();

**OUTPUT:**

![](data:image/png;base64,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)